**Spring Testing Exercises**

**Exercise 1: Basic Unit Test for a Service Method**

### ****1. Service Class –**** CalculatorService.java

package com.example.service;

import org.springframework.stereotype.Service;

@Servicepublic class CalculatorService {

public int add(int a, int b) {

return a + b;

}

}

**2. Unit Test Class –** CalculatorServiceTest.java

package com.example.service;

import org.junit.jupiter.api.Test;import static org.junit.jupiter.api.Assertions.\*;

public class CalculatorServiceTest {

@Test

public void testAdd() {

CalculatorService calculatorService = new CalculatorService();

int result = calculatorService.add(5, 7);

assertEquals(12, result, "Expected sum of 5 and 7 is 12");

}

}

**3. Dependencies to Add in** pom.xml

<dependencies>

<!-- Spring Context (for @Service if needed) -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>5.3.34</version>

</dependency>

<!-- JUnit 5 (Jupiter API and Engine) -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.9.3</version>

<scope>test</scope>

</dependency></dependencies>
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**Exercise 2: Mocking a Repository in a Service Test**

### ****Entity Class –**** User.java

package com.example.model;

import jakarta.persistence.Entity;import jakarta.persistence.Id;

@Entitypublic class User {

@Id

private Long id;

private String name;

// Constructors

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters & Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**2. Repository Interface –** UserRepository.java

package com.example.repository;

import com.example.model.User;import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

**3. Service Class –** UserService.java

package com.example.service;

import com.example.model.User;import com.example.repository.UserRepository;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.stereotype.Service;

@Servicepublic class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**4. Test Class –** UserServiceTest.java

package com.example.service;

import com.example.model.User;import com.example.repository.UserRepository;import org.junit.jupiter.api.Test;import org.mockito.InjectMocks;import org.mockito.Mock;import static org.mockito.Mockito.\*;import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.extension.ExtendWith;import org.mockito.junit.jupiter.MockitoExtension;

import java.util.Optional;

@ExtendWith(MockitoExtension.class)public class UserServiceTest {

@Mock

private UserRepository userRepository;

@InjectMocks

private UserService userService;

@Test

void testGetUserById() {

// Arrange

User mockUser = new User(1L, "Bindhu");

when(userRepository.findById(1L)).thenReturn(Optional.of(mockUser));

// Act

User result = userService.getUserById(1L);

// Assert

assertNotNull(result);

assertEquals("Bindhu", result.getName());

verify(userRepository, times(1)).findById(1L);

}

}

**5. Maven Dependencies (Include in** pom.xml**)**

xml

CopyEdit

<dependencies>

<!-- Spring Boot Starter Data JPA -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- Spring Boot Starter Test (includes Mockito and JUnit 5) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

<!-- JPA API -->

<dependency>

<groupId>jakarta.persistence</groupId>

<artifactId>jakarta.persistence-api</artifactId>

<version>3.1.0</version>

</dependency></dependencies>

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAicAAAB6CAYAAABk3/PdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACHTSURBVHhe7d1/bBznmR/wry+FBRgcIxVpCZLOLNeKFJ3UYwTy1jyEkGOxKhrFwTI8lr4eYTO8Q2VTSIscjmTTHgzsbWO4Sbg0Ljgkoq1rwNIGW4RheVzAxwug0qpZAWUWJGTmpChWlV2wtQxJlBB4CBcSGrh/vO/MvPPO7O7McvYHqe8HICDtzM7OvjP7vs887zvvPPK7X/i9T3+7+RD+z/p1EBEREdXab+kvEBEREdUSgxMiIiKqKwxOiIiIqK4wOCEiIqK6Ur3g5Mkv41+//jYWly5h7XJW/C0vYvEnf4nh0/v1tYmIiOghVZXg5MDz38PCT76NM12fR5PxqLNgl4Gmz3Xi6/9hBgtjfTigvimUP8HrP/kx/uYn38MZfVHF1OIziYiIdr7KBydfegU/GD6JA7sA3L+J9//rOXyjP47W4y/gG9+dwc9uPgDwKA780z/FD1Kd+rsD2o+nPhfDU59r2UKAE1YtPpOIiGjnq3BwEsdf/Gk3ntoF4NdZ/NUfd+PFf/8jLF0FgF9i6T9/D//yK30Yz5oAHsVT3f8G3/l9fRvROvKlL+MrXz2Jp5/UlxAREVE9eKSik7B99S+x+GonmvAA7/+wEy++qa9geQF/vfRNPG0AG//jVXT9q3l8/fwihuMGzOz30XnmbXtN9+uw36ez3vcXc1n8QQz4cHEGZlsfjnzWWuMBPsz+GK+d+T6W5CtRfSYRERGVr7KZk/h+NAGA+T4uFAxMAOBtXLhiAgCa/tHvhegmuY/75gPc/+SB88on4v8ff3LfteaBrj4cMR5gI5fDr27JrqT4C/jO+RdCfB5CfSYRERGFV9Hg5AuP7hL/2LiJ/6Qv1PyXWxviH59txCl9YUEz+MZXOhH/4gJ+BQDI4Z0vdiL+xU6c/uaMe9VfZ/FXL3aiq+d5fO2fdeL5H2ZhAjDiL+DPu92rFhfiM4mIiCi0igYn7z+QmYR/uB//Ql+oefoxGciYm/iFvjAC1xZexfmryv/ffBXv/BIAGvE7XV9W1iQiIqJaqmhwgusbMAHgs0/hRNHsRBx/cETMdXL/1jX8TF+8ZSY+/vCm9tpNfPix6Era9ViTtoyIiIhqpbLByds/xeUNAGjE04Ov4IS+XDqRGsU/eRIATLz/336kL3ZpetxnJGpJBh4/oE/0th8H5LbufyK7lAoo7zOJiIioHJUNTjCP194SYzt2xbrx+k9/6J4N9sk4vv76PF7vjmEXADP7IyTlzS4XbomshnHki/i6ddvvl76NU59z3u71OB7/kv6acOT0KzhzVPn/S6/guc8DwF38YvHvgAp8JhEREYVX2VuJpRPfehvf+aPPw84/3H+A+78Bdj3mzBZ7/3/N48/++av2bb34/VfwNz/oxlOfAfDJXfzqFnCguRG7PiMWu2/b/TJe/+m3cWovgN+Y2Lj1APev/0ec/uaMfSsxAOA3D7Cx/iE+fuwAntorPtvMfh/Pn3kbH0b4mURERFS+CmdOhKXvvoDn/93b+NlNkZnArkedwOSTm3j/x9/D19TABAD+56sYf/vn2PgNgMca8VSsEbs++SWWrsptuPwd/uy1GVz7NYDPGGja34jHrQG20oeLM7hmPoqmWEwGJg/wYfZt/FsrMEH0n0lEREThVSVz4vJkHKe+0IhHATy4tYYLWX2gqu7zOPHVGAwzh7/977/UF5ZkZU5+NR/H15JihtinjPvYeP9d/Ox/62tbtvaZREREVL7qBydVpgcnREREVN+q0q1DREREFNSOD04e/F8xtbw1HxwRERHVtx3frUNERETby47PnBAREdH2wuCEiIiI6gqDEyIiIqorDE6IiIiorjA4ISIiorrC4ISIiIjqCoMTIiIiqisMToiIiKiuMDghIiKiusLghIiIiOoKgxMiIiKqKwxOiIiIqK4wOCEiIqK6wuCEiIiI6gqDEyIiIqorDE6IiIiorjzyh3/04qcfb/4/PN7wD/RlRERERFX3yMEjT396+NBB/Pzvf6EvIyIiIqo6dusQERFRXWFwQkRERHWFwQkRERHVFQYnO0Yfzl9cxNrsqL6AdoxRzK8sYk3+XZro01d4yPCc3xGSk1hbyeB8v76AHmYBgxNZCSgV43zSvUZq1r3cu55VsU4i5Xqn2LZa0Rba1trFNAbUtyYn3ct9KqmBiUzxbQTVn8YlfX8834WoksbQ3d6F1vYF5PRFVFuyftDrRaveq20g6a2/C9WXO5beVuh/D1NZbBMBgxMpv4DW9i60tnehW2uVk73i9XR2E8A65gqsBzTjVJAfqvJZ9t+zI5iSiwcmMlhLNDvrZdaBltOek2xqKGG/fy7vWlSGTSyPW/uzgBya0VM3Ef8MzjzbhdbeMX0B0Q7Fc760Ppy/eBYdhlp3ncOyCeTW6qTcUoNobU/gzLS+IEKpQacdGV+FCSCXUdqWSp5D/Wlc4oVsaOGCkwjk8uswjnSUl72wjaI33iACE+ukSg3aAYr36qUSxtDdvoAcGnD0mQDBFhFRtfV34KgB5DJq4y+COu+FI1XEoSYY+mtUUtWDE6xdQc5oQ+9WAoj+vWiCT+SfuoIcgKZ91QoW8rhtAsYTLeK/BfpOByYySneS043l7nLS3peclN1G7nEGembIk7L1LA+zLZ9usCLrluaXTtbLR1/HvXxgIoO12VGnq292VOli07cVjP4d3cGs3B+9+09+ppqe17ezpqfvk5NYu5hGylrvYhoDyjGwP7fA8dlKV4C7a7S8chL041Nge3q3p+d8Ed9tPulNsVvlkJr1KXf4dZkEOOct+n6t+H2G9rvwLI9aVGUqy2x21PsdfNYtrXQ5OHWZ9h2sdT3HyuE5vq7zwOf724KVV3TnfMBt+XUVKeVu1w+JZgDN6FHW8ysfcqt6cNK0L4/Z7CZiJ70nfmCHmmBgE7ev6wtksLDlzExQLdhjAOad8P1FRvwsRo58gLSdZm1Ax7Ce+mtGz8ppwEo/ysyQu9GSqW2Zqi0swLaSkxiJw0n/qunP0GnPUcyv+KST8x9gyb6CkylnrMpy6MJcvgEdw1pl0HIax9eUrruXgDesMusNVwmnZhfd3zGzjlhCrSxmcObZBeSMNrxsl00fzr/UBiO/gM6hGWdjAMzsOVe3oRE/6654jDacwluiLI02jKwcw2W5rvs30IyelRO4Lfcrnd30bisQUZH3tDhdq+ksvGUaiPf4eI+hrKSH2wC7LBaQ8+liBQC0TmKt9YqTTs8s4LI86ZNr64BxGCf04P6ZwzCwbq8X+JyX+2WYyv6PryJ3bdnuHhaN6WnE7G7kc1hGG0Z8GuZoVKBMcQzz8ryy1p2zLtymb2EDQCyh1y2aUOXQhN6LLwJvOvs/964s0+llXDWBWKu+n6M43gKYatlbXS2ZdfeqLkHrkSjP+QDbSk5iLdHs7hrKrLsumK0hBfpQh1bf4Q6kq3pwAgBTQ0vI+VRCLi2nPVGp1ZAO7NsN4B5uevooZ3Dzrv5a5aRmTyOGTVx9z91gBbOOOXsMzQzOvLkKE804rjVGZvaccyKnBkUDWGbwVWpbqdZmwFR+9AUrmtIGJk4ghk0sj2vp5F513NCL6DDUcgCSvX5Bh2yYZGZMVHAzWLq2qawTQH8ap1q0FLcsB3egMIbuzDqM+Is43w+kZs+K/dQCtKmhhCtYSfaKgaruzJ08P2RZIn8FSash1qj7NTWU8NmvAJLPyYp8ENapNDX0lk+ZBudqULRjCPTh/Ekx9sspC1F+aDnhaRxijRtIq+WYGrP3UxxfvZu0DyeONNjlFpzcL3MVaeX8wvQIupVjluqVwYu9T/K3uNXsbglRliladuO2cryBMSTtxs/qfrau3P0b7FDlYDQD77p/18mUtZ/yd9lyzB0MJY+VVVcGqUciPedDbUsNmEVdwqAjOjUJToAxXM77HWyFz4BY/aq1+hrQMewESyK6LnMgl17ZyiscN++P+cadkA2yLeC27t5SKsnyHXyiwR3o+BDrbOCG61Wfyk1bZ+Mj5Xs07g3eeBfIuN24swkYTTiovpgalFmcRfS0ALmMWvkXIjJ3bu4g2pVlc31mwP0qwT9wl0F7mLIC7GNhxM/6pviFAtnD6xsw0YA9h9wvuxtl3Rgu68F3fweOGptYng2buZP7VfTz+rC/0eecl7/FynQPR1+mpX5n9l1e46sw7TpMzaSELQetUdZMvfeB50Ir1doM5JdC15VB6pEoz/nA20pdsQO+8NlNCqJGwQmQnF2F6XcVEMDUR/cA7MZ+z3sL/MgiY6UWZTrZ07Bub8k17crMGkynj+0pKcRxCLJORETF4w4w11YWMRJv0FcFlEwI8gsFroi0PvqVs+iIcOSbOM/DOfhEg6d/WwTS+prBTA0llC4pnytvOf7LiJ91ZzqH28oaBJicXYWpZFUHnjkMo0Tj5EvulyuQ9RBBgDdLexoxfdUIVbtMbdMj6JTdPjk0o8cOjiIuh+kRXMirGVfRpVOpeiTKcz74tkTAN5cHYgm5nm+XG5WrZsGJOIEbcPQZz1EvrdAVRKErjsg5KU9nXEJh4oTfBlKDsn/VqQyhdgUFFqJ7LeSVzVaIxt7d9+v86ZmRPpy/KCtnvzvAPH30StAaERFMhXPjzqboyvB8P/et+KHYjZo1NkppTOXVtavvXfkLfe5ML+OqaXXtiLvyimc/CvDNROpEpksdN6T+RZmp9QRJ1SxTjzHMZtWsXPTlIC50RPZTdM0Uz7b4C1aPRHnOh92WNYVGoaksqHy1C07kCWzEj2FPgBPQxRrkpY+FSB5DzK8iqITpEbyR3bTHJQCFgiYZ/W8Lo+hVB4uWWTHB+pHr/c4aMQBS77Yod4xBANc3POnmQsR4GJEpS2c3EUu4r26tQZrucSjyCrQs+liLQt1exU19dM93UGk05GBh1zkuGjbPb7FsstvjSAcG+veiyac7Mpgg+yUav3LHcLkUrZO8XXaOapRpKRGWg0V2exxPyvO4zN9zkHokynO+7G2lBsXA1ypebO10NQ1OkHoHy2YzYqGTJzLyVyNVOXq6cAo+evZAqZdketSqoJRBjGIwpft9dat/L5o8/a3lmRpakn2y7rsEUrPK/+Xxd9LLVnmVM8bAYnW1+Az8kwGlHmggOem+4ulP4+V4gz1A1XOc7SyMGugomZYyqYHuwERGjHV513u1VpQ9VsZd7gMTGd9bk+3bHX2v+EYxr42LsAYoOo2tzCLqd35hFPNlTjw19d4HMI3D6O0ts0sHEPv1rt/V7Cjmlf8ne8WdWSOudfpw/qLP+VPs3FLqJLscrDrJ9R2qXKbydnb352UwEm+AmX3HDhjClUMQYvxQrHWyzC4dIVg9Eu6cLyrgtgYmMlo2Vc695dMF5a0rKIjIghPrvnDRf+/02XnS4S6yAinD1FDCSaWtyHvJ1UnZqkLuv/2jHkO3qy95ET1YKHGr3NY4c23IIEjpNw79w5wewYW8t79Vr9yCGUN3+zkRfBTsu53BmWflLYv2cn1kfrTEeXPPPe4k0exUnv1pXBoWtw07Qa5ze7FdecsrJbu/eeUs9rxr3TZYjk0sjy9hj9wv0Xi4u9ScuRdEEOSMSXA3IMneLqSzu13lPhJHeRkI5Vy2tuM5PtMj6GxfwIZrjMRpxMq8Wra6dmItDb7BWeBzPjUoxna4xlLoAaQ8TxvVdc6iA+GDoqmhhH0L+Jo8r5Bf8HYHVLtMPZ/XgFxGz4pGVw4W0bXTjJi5illPRKWM10o0a2PB1MAgSD0S7TkfdFvOb986NgXaH09dUapdJAB45OCRpz89fOggfv73v9CXKeS9+XcLFP42kZpdRE+jdmshSaOYXzmNpuw5rdIq9DpFJjmJtcRubwNFRPSQiixzQttc8hhiWMcFTwDid3ssERFR5YQLTpT06HZJS6lTjOupQFLIwaL6QxmtMTNVGWRMREQUvFuHHgrWAD6Xyo4BIXbrEBHpGJwQERFRXQnXrUNERERUYQxOiIiIqK4wOCEiIqK68lv37z/QXyMiIiKqGWZOiIiIqK4wOCEiIqK6wuCEiIiI6gqDE6J6kpz0PMjPoTwsTX/IHREVJWYLD/5U57DrV5+oD7bLbO1hPfLbseOf/u4//p0Sk7DJB/8Zziu5TJfnial+08M764kHyMWwjrn2QeXJmmLbR685D5YrtC2Y2kP79BlNfZ4KaT0e3KZvIxDv93fjLKr1xDp/9HM0ap5zy6af4yEEmi2WD2N06hPBrGhZuD/LxafOIXjKrLLHB57Ps6ifK36v9wL/NsOuX33iO6OC9Zy7jttCvVaGcJmT/AJa27vQ2u4tjGSveF08Mn4dcwXWg8/zW3wpn2X/KUHFwETGeSR5exdaM+vi2T/WI+2lqaGE/f65vGtRCDM486yzH3N5GeTY+1asIdmqUcwXvJImN3El0dO4iao9q9B1Hlh/W/gBpwYrfD7tBH04f/E0YlbZj68C8bMVzySZ2XPeOomBiY9qHx/1wtc6NgvIYRNX3ys/IBJtxxZ+y9tdchIj8QbkMla714yeKmaSwgUnEcjl12Ec6cCAviCUUfTGG9xXLalBO0DZUWmu/r1o0l8jX6lZkU1ofXYJG/pC2jmSz6HD2MTym/JiZXoEb2Q3YcSfq1rFSUVU+/gkjyGGTSyPq4HEGLoZ5G9BH86fFBf/VoIh2buAXNDkQgSqHpxg7QpyRht6txJAyAY7t6ZdtaSuIAegaV91Cq8Q9UnIBZ/g3J/GJWWdtZVFrF1MO0FbclK8NtwGAw3oGC4y1qDUtoLqT+OSzNK4v4OTuSnUD5uaXVSyVk5faGpW3S/v+4Q+nL9YbHkwyd4ukcKtp4CufxTzF7Vj4/c9reOtlXdYwY5PsGNtcR9D73JA33/5p2UxAeVc9VsWUKq1GTA/wJLS8Ey99wFM7MZ+v32rloBl6hwL9xgiT5noZaovD7Et9zEUf0XrJZ/PCqpuj48P+zgp39d97Ly/pYL1m1bnDkxkxGta/exX7oHajBB1hNiv4usU1d+Bo4bexo7hch4wnvAbcxG9qgcnTfvymM1uInayjMbTcqgJBjZx+7q+II/bJiLIzJQvNbuIkTiwPC7Ti5l1xBLaydafxqXhNkBNE4+vIndt2RkLkxq03y/GtDipZFffbZBthbSnN4OX8Za9vXRmyVXRBBVLLKIHVveciLp7ygmatrNpAIaSbh5fhelXDq7jXT3Fj7UIGntanP1PZ4GOYa3Sk2O/rPSv9T08Fw9RunvL5/xuwJ5D+mvVV7xMLccwv3IMl63yal/AnFpeepmOr8L06bYWim9LjMFSuzy6MJdfx2Vvqxudah6f6xsw0YCOl8LVLdZ4ilzG3T1nDQUQQxQKiyUWceqOrHfHV2EabRjRj4/RhpHhJlywyx2IJbzBask2Q54PTtfiEvYMe8fYRMuvjQXQuDdUOZer6sEJAEwNLSFnHMaJYlFdy2lPpG9lDAb27QZwDzc9P/gZ3Lyrv1ZF/WmcagFyGSWdmBoUJ6QnGNP6Q6dH0F32gLEot9WAGJZcAdBUasynognAXEXa/tGPoTuzDvged2tMzzbs3zXaMKKdp+4GZAzd6veSKW4YTTiorFUbJY61lZ5X0uVTQ29h2WxAR6/eSGqNXWrQZ7yZ+P6d7VsZq9GH/Y36awCmb2GjwllTI37WUyd5r3BLlKmlZTdua90QSbu8RjEvGyK7DKdH0JlZB1pOeK+Gi25Lyl9x/baSvQV+a9vx+EyPoNMKDlYWC2Q7NMp4Ct/zNIj8gnOcCx4f9+8n2XvO/fsJ2GaIbNQq3rDPK1mfFiDGgG6hW+tQE/zu/7hxp3p1V02CE5Ee8qvgFD4DYis72jsCBTI6ngM6vYyrpuiq8XTRhBXltqSornhNPXtzfaN6A1WrxW9AbImKfeqje/pLNVPsWPtfBMgLAPXqKXVFZMV8G+udw29ArF/DVqxMbVq3h4vsltz4SKvvUleQQwOOPqP9zottC0ByTd4sEKTR3q6soCqzDshzUe9mAQCYG7ihZKX8jl9Q5h3tDguZwXFnh0r8fgK1GTLg07NRO7E+VdQoOAGSs6swPVFmMKJy9+u/LHAQq0RU5u7xIWsriz63m4pMQTq76VyN+f2QAolyW1QJen+y6/b3OnbwiQanolf+vLf5j6HbTln7ZY+iVCA7WqhB37a8DVbZUoNOt2rBjE9Uanx8rO7RYt0slfr9yexQKTfuON1FwdqMFuwxfIKhgJ9XlgKBz8EnGkSApy+ogJoFJ5gewYV8A44+46npSvONUFH4IFaJCJrcfbvOnzeNat/mbP2QthBURLmt8Aqkcsnbn2xf3VVTecfnxp1N/8xQu/u2fos1nUCh2/oj5dvvHWGDXnN+9dtWiACyVQkiKxeg1MHxmR7Bhbzffoj6OZ3d9Iz92LKAA/FF0C8EazPkWEp9IGrAzytfgXOwShf/tQtOZLrRiB/DHr9IuxgZMcZa9dHtxxCrRnReyPUNmGjG8bA/equ/Moq+vCi35cM/ayWCQtKN4ngLYGbfcvX9iqulyojy+Ex9dK/AGKESUoNiMKGnYYhGcs07dmngmcMwPCn0bWp6GVdNn/EZ8pbZrczdAXvcg8/2I7Idjs/UUAJz+QZ0DJff1eW58cK3i0ZvD7TsfqA2w6crFYXHhURCnoPuNlbWZ1W6+K9pcILUO1g2mxELnTwZw2x20311Zs0Wq9yXXXVysKMnIk9Ouq8ik5Pa+BB5T7lfukxmiTz9zJYw24qCNTLeHi8kJ1zSVgsnmluJQ5G35UU1Tsefz91jciBexUR5fFKDvhX4wETGVW4DExntKlzOQ+R3hRXBraqi3lDuzuhP4+V4A8zsO57sJFCtYx2lGZx5dx1G/KxTrv1pXEo0A/mlkIMc+3D+ova7Sj6HDqPARdw2PD4DExnP/tqzRL/rzfBZrHk7PHfOBWW04WVrn4scn1jCKf/U7FkxyHxWjksK2GaIgE/5PDloupAt30osz0F13rDUrJjo7kKVxn5GFpxY93uLijdo36YsgDJMDSWc9LHVj18HU0mL/brn7kNMNHsGyblH/p9FBwpMqy8zIer6+o848LaiYI9Kt+6mEo8eKHXbXb0R2YutX4UWN4Mzzy4gp97Rc3ID6fYF5FzrKXNUJJq1Pmi1YrNeE8GGc9yVSiji45Ps7UI6u9s17mQkDk+52WNNrP2r6G9RK9fhNhjqnROaqI613906eqMYGTmppF2u8juWV6bauKEIBoMWV4Pjo93d2dMipl8o/h3H0K13gytzkuhtmT6Wz8yew4Un5Dkx3AbDdXeiZR1z4xs4Ze+XdmdO0DZDng/OOXgCt8dFBqxiZAbUOgdFmXqHJ1RKuGfr3C33x1EfUrOL6GmsYMNN2wbPhYcHj3V9237HJ9izrcQ8KvX8bJ76FlnmhGj7EH2nxVK+tFPwWNc3Hh/yFy44UVJnxbtr6od6G6f3Fkh6OIk7F4qnfGln4LGubzw+5C9gtw4RERGxW6c6GJwQERFRXQnXrUNERERUYQxOiIiIqK4wOCEiIqK6wuCESDH22rf0l4iIqMoYnBAREVFdYXBCREREdYXBCREREdUVBidERERUVwJOwiYf/Gc4r+hPtbQeUa1z1hOz6sWwrs2YJ7Z99Joz216hbcHUHg6VnJRPcZV8ntopZulTHlGvbyOggvukfGbBGQGTk1hL7MbyuHwaZX8al4bboBSnoO1b6QdiWWWq2nQ+pwye8gLEkzXldyq0T8W/u/Zob88x8J5fUM4d/32Cz3f1Kw/x9FBnJkf/z7KO49hr38Lon39XW0hERNUULnOSX0BrexdafZ6FkOwVr4tHs69jrsB6QDNOTfTpL3opn2X/KQ3awERGNHrWetZj4rVHmE8NJez3z+Vdi8IzV5FW9ied3fT9zJKmR9DZ3oXW9gXkZOOpf78w7Pe3n8Oy2YCO4UVcClLGGisIcLYnv2P+SlnTL6dmxaO/1WM5lwfMa8vO9+xP49LKWXQY4hHnre1daB1fhYl1XHadO8455fz5BSbqegvIuR7FbgUmyme1i8eOux5PTkRENRUuOIlALr8O40gHBvQFoYyiN97gzpSkBu0ApVoPJZwaSoiAp3HvFr9PVGZw5lkRUBjxsyHLoQ8njogyVZ8XMTWU8GSjAklOoqdFZD/U9yd7u9xZjJfaYJirSKuBxvQIOvUMTCnJY4hhE8vj6vvG0K1ut78DRw0gl1GDGlFm3iCaiIhqperBCdauIGe0oTdUy6Pp34sm+Fztpq4gB6BpX/iswU4yNfQWlk0g1hoyoxOZPpw/2QyYq5gt1ugnn0OHwcelExGRW9WDk6Z9ecxmNxE7mS4/23CoCQY2cfu6viCP2yYiyMwE1J/GqRatm6IuzODm3bAZHfmeSDJPLdhjlC6XgX27AU/3TZmub8BEAzpeKnJeTd/CBoBYYhJRfCQREVVG1YMTAJgaWkLOOIwT/foSRctprK0suv6scRSiUbuHm55Bn7KBrRSjDSPqPr0EvNGudlPUjxt3NgGjCQf1BUUke8WYkFjCXd6hyczWxkfFy+XgEw2AuYEb+gJfzejRzoe1i0ogMj2CzvFVmPYx8gtAxtDdvoCcva0Mzhc7B4mIqCZqEpwAY7icb0BHb5FuB58BsTUPAvQBsdcOY2QrjXgdEgObxSBRI34WayuLEWRSouAzIFYfQGwNNM6sO8GMGsAAMkCxBt2KwcP+gQwREdVKjYITIDm7CrPlRFlXrlMf3QOwG/s97+3D/kYAd28V7U6IytRQQg4+fa7uGrdwWQmdGCRq3V0TS4TMMMjuk1Jjf8rJ7gSSGnTu+jHaMOJ3N5Xrjqlm9HiCGCIiqpWaBSeYHsGFfAOOPuM3eUgJcnzBnkP6AjnW4c5W7xkOrnCgpPPrhqqUURxviSZIS86KDIO3rH3YwVCwsT+i7JpxvFKZmekRXCh5N9UYZrMVCpKIiKgstQtOACTX1mHEj2FP2HEi1sBG/W6U5DHEAox1iJIY/yIUamxTrc1byGKENzBxQtxWO1vGLcAliGyHPl5I3oZsB0MzWLq2CZS6K0veXbWlwdFERLTj1DQ4QeodLJvNiIVOnsirXXUCNGsm0vxC1eassGcuzS+JeTNS74hbeJVuEGtm2VJ3rkRjFPMri3IitbdCzhI7inl9gKg1k61yS/DU0BJyaEDHsDVOw5lxVb21276dObHonqQuOamM0RlDd2ZdDjRWP7sP5y+GGwcyMJHxTIZnlb19q3Jy0jMGxZl47p1w86oQEVHFhJu+/q53enhLoend9enrm1xTiTtBhTrFeGp2ET0o/Fk2fWp0n+nrVYWmXg+i0PfzfqZ3enR9qv9Q09f7faa9nt907frjAYLy25bf94PPuvo08g6/7+CeTr5QeTjfI8j09f7raPulny+Senw4fT0RUe1FFpxsB1sJTujhwOCEiKj2atutQ0RERKQJF5woE6PVx9wXpQ1MZOx91rsXiIiIqP4E7NYhejiwW4eIqPbCZU6IiIiIKozBCREREdUVBidERERUVxicECk43oSIqPYYnBAREVFdYXBCREREdYXBCREREdUVBidERERUVxicEBERUV1hcEJERER1hcEJERER1ZX/D21odHS44wnDAAAAAElFTkSuQmCC)

**Exercise 3: Testing a REST Controller with MockMvc**

### ****Controller Class –**** UserController.java

package com.example.controller;

import com.example.model.User;import com.example.service.UserService;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.http.ResponseEntity;import org.springframework.web.bind.annotation.\*;

@RestController@RequestMapping("/users")public class UserController {

@Autowired

private UserService userService;

@GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) {

return ResponseEntity.ok(userService.getUserById(id));

}

}

**2. Test Class –** UserControllerTest.java

package com.example.controller;

import com.example.model.User;import com.example.service.UserService;import org.junit.jupiter.api.Test;import org.mockito.Mockito;import static org.mockito.Mockito.when;

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;import org.springframework.boot.test.mock.mockito.MockBean;import org.springframework.test.web.servlet.MockMvc;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import org.springframework.http.MediaType;

@WebMvcTest(UserController.class)public class UserControllerTest {

@Autowired

private MockMvc mockMvc;

@MockBean

private UserService userService;

@Test

void testGetUserById() throws Exception {

// Arrange

User mockUser = new User(1L, "Bindhu");

when(userService.getUserById(1L)).thenReturn(mockUser);

// Act & Assert

mockMvc.perform(get("/users/1")

.accept(MediaType.APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("$.id").value(1L))

.andExpect(jsonPath("$.name").value("Bindhu"));

}

}

**3. Required Dependencies in** pom.xml

<dependencies>

<!-- Spring Boot Starter Web -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- Spring Boot Starter Test (includes MockMvc, JUnit, Mockito) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

<!-- Jackson for JSON (usually included in spring-boot-starter-web) -->

<dependency>

<groupId>com.fasterxml.jackson.core</groupId>

<artifactId>jackson-databind</artifactId>

</dependency></dependencies>

**OUTPUT:**
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**Exercise 4: Integration Test with Spring Boot**

### Entity – User.java

@Entitypublic class User {

@Id

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// getters and setters

}

2. Repository – UserRepository.java

public interface UserRepository extends JpaRepository<User, Long> {

}

3. Service – UserService.java

@Servicepublic class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

public User saveUser(User user) {

return userRepository.save(user);

}

}

4. Controller – UserController.java

@RestController@RequestMapping("/users")public class UserController {

@Autowired

private UserService userService;

@PostMapping

public ResponseEntity<User> createUser(@RequestBody User user) {

return ResponseEntity.ok(userService.saveUser(user));

}

@GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) {

return ResponseEntity.ok(userService.getUserById(id));

}

}

1. Integration Test – UserIntegrationTest.java

@SpringBootTest@AutoConfigureMockMvcpublic class UserIntegrationTest {

@Autowired

private MockMvc mockMvc;

@Autowired

private UserRepository userRepository;

@Test

void testFullFlow\_createAndGetUser() throws Exception {

String userJson = "{\"id\":1,\"name\":\"Bindhu\"}";

// POST: create user

mockMvc.perform(post("/users")

.contentType(MediaType.APPLICATION\_JSON)

.content(userJson))

.andExpect(status().isOk())

.andExpect(jsonPath("$.name").value("Bindhu"));

// GET: fetch user

mockMvc.perform(get("/users/1"))

.andExpect(status().isOk())

.andExpect(jsonPath("$.id").value(1))

.andExpect(jsonPath("$.name").value("Bindhu"));

}

}

**OUTPUT:**
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**Exercise 5: Test Controller POST Endpoint**

### ****Controller Method:****

@PostMappingpublic ResponseEntity<User> createUser(@RequestBody User user) {

return ResponseEntity.ok(userService.saveUser(user));

}

**Test Class –** UserControllerPostTest.java

package com.example.controller;

import com.example.model.User;import com.example.service.UserService;import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.web.servlet.MockMvc;import static org.mockito.Mockito.when;

import org.springframework.http.MediaType;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.post;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

@WebMvcTest(UserController.class)public class UserControllerPostTest {

@Autowired

private MockMvc mockMvc;

@MockBean

private UserService userService;

@Test

void testCreateUser() throws Exception {

// Arrange

User mockUser = new User(1L, "Bindhu");

String jsonInput = "{\"id\":1, \"name\":\"Bindhu\"}";

when(userService.saveUser(mockUser)).thenReturn(mockUser);

// Act & Assert

mockMvc.perform(post("/users")

.contentType(MediaType.APPLICATION\_JSON)

.content(jsonInput))

.andExpect(status().isOk())

.andExpect(jsonPath("$.id").value(1))

.andExpect(jsonPath("$.name").value("Bindhu"));

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**Exercise 6: Test Service Exception Handling**

### ****Service Method Example (with exception):****

@Servicepublic class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id)

.orElseThrow(() -> new RuntimeException("User not found with id: " + id));

}

}

**Test Class –** UserServiceExceptionTest.java

package com.example.service;

import com.example.model.User;import com.example.repository.UserRepository;import org.junit.jupiter.api.Test;import org.mockito.InjectMocks;import org.mockito.Mock;import static org.mockito.Mockito.\*;

import java.util.Optional;

import static org.junit.jupiter.api.Assertions.\*;import org.junit.jupiter.api.extension.ExtendWith;import org.mockito.junit.jupiter.MockitoExtension;

@ExtendWith(MockitoExtension.class)public class UserServiceExceptionTest {

@Mock

private UserRepository userRepository;

@InjectMocks

private UserService userService;

@Test

void testUserNotFound\_ThrowsException() {

// Arrange

Long userId = 99L;

when(userRepository.findById(userId)).thenReturn(Optional.empty());

// Act & Assert

RuntimeException exception = assertThrows(RuntimeException.class, () -> {

userService.getUserById(userId);

});

assertEquals("User not found with id: 99", exception.getMessage());

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**Exercise 7: Test Custom Repository Query**

### ****User.java**** (Entity)

### package com.example.model;

### import jakarta.persistence.Entity;import jakarta.persistence.Id;

@Entitypublic class User {

@Id

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserRepository.java**

package com.example.repository;

import com.example.model.User;import org.springframework.data.jpa.repository.JpaRepository;import java.util.List;

public interface UserRepository extends JpaRepository<User, Long> {

List<User> findByName(String name);

}

**UserRepositoryTest.java**

package com.example.repository;

import com.example.model.User;import org.junit.jupiter.api.Test;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.orm.jpa.DataJpaTest;

import java.util.List;

import static org.junit.jupiter.api.Assertions.\*;

@DataJpaTestpublic class UserRepositoryTest {

@Autowired

private UserRepository userRepository;

@Test

void testFindByName() {

// Insert sample users

userRepository.save(new User(1L, "Bindhu"));

userRepository.save(new User(2L, "Bindhu"));

userRepository.save(new User(3L, "John"));

// Call the custom query

List<User> result = userRepository.findByName("Bindhu");

// Check result

assertEquals(2, result.size());

assertTrue(result.stream().allMatch(user -> user.getName().equals("Bindhu")));

}

}

**OUTPUT:**
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**Exercise 8: Test Controller Exception Handling**

## ****GlobalExceptionHandler.java****

## package com.example.exception;

## import org.springframework.http.HttpStatus;import org.springframework.http.ResponseEntity;import org.springframework.web.bind.annotation.\*;

import java.util.NoSuchElementException;

@ControllerAdvicepublic class GlobalExceptionHandler {

@ExceptionHandler(NoSuchElementException.class)

public ResponseEntity<String> handleNotFound(NoSuchElementException ex) {

return ResponseEntity.status(HttpStatus.NOT\_FOUND).body("User not found");

}

}

2. **UserService.java** (Throwing the Exception)

package com.example.service;

import com.example.model.User;import com.example.repository.UserRepository;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.stereotype.Service;

import java.util.NoSuchElementException;

@Servicepublic class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id)

.orElseThrow(() -> new NoSuchElementException("User not found with id: " + id));

}

}

3. **UserController.java**

package com.example.controller;

import com.example.model.User;import com.example.service.UserService;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.http.ResponseEntity;import org.springframework.web.bind.annotation.\*;

@RestController@RequestMapping("/users")public class UserController {

@Autowired

private UserService userService;

@GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) {

return ResponseEntity.ok(userService.getUserById(id));

}

}

1. **UserControllerExceptionTest.java**

package com.example.controller;

import com.example.service.UserService;import org.junit.jupiter.api.Test;import org.mockito.Mockito;

import java.util.NoSuchElementException;

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.web.servlet.MockMvc;import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

@WebMvcTest(UserController.class)public class UserControllerExceptionTest {

@Autowired

private MockMvc mockMvc;

@MockBean

private UserService userService;

@Test

void testUserNotFoundExceptionHandled() throws Exception {

// Arrange

Mockito.when(userService.getUserById(99L))

.thenThrow(new NoSuchElementException());

// Act & Assert

mockMvc.perform(get("/users/99"))

.andExpect(status().isNotFound())

.andExpect(content().string("User not found"));

}

}

**OUTPUT:**
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**Exercise 9: Parameterized Test with JUnit**

### 1. ****Class to Test –**** NumberUtils.java

package com.example.util;

public class NumberUtils {

public static boolean isEven(int number) {

return number % 2 == 0;

}

}

2. **Test Class**

package com.example.util;

import org.junit.jupiter.params.ParameterizedTest;import org.junit.jupiter.params.provider.ValueSource;

import static org.junit.jupiter.api.Assertions.\*;

public class NumberUtilsTest {

@ParameterizedTest

@ValueSource(ints = {2, 4, 6, 8, 10})

void testIsEven\_WithEvenNumbers(int number) {

assertTrue(NumberUtils.isEven(number));

}

@ParameterizedTest

@ValueSource(ints = {1, 3, 5, 7, 9})

void testIsEven\_WithOddNumbers(int number) {

assertFalse(NumberUtils.isEven(number));

}

}

**OUTPUT:**
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